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The implementation of PWA as a necessary feature aims to provide added value and 
enhance website performance. This is intended to address several common issues in 
websites, such as limitations in displaying pages offline and the cost of developing 
native applications across various operating system platforms, both for desktop and 
mobile devices. Data collection methods involve literature studies and direct 
measurements using various tools. Testing conducted includes installation testing, 
evaluation of PWA criteria, performance, size of transferred resources, and offline 
mode. Components used in PWA include the web app manifest, service worker, and 
cache storage. PWA implementation involves creating a web app manifest, service 
worker registration, service worker configuration, adding script tags, creating specific 
routes within the website using Express.js, and PWA testing. Test results indicate that 
the website can be installed and used effectively on various types of devices, both 
mobile and desktop, and can be accessed offline or with unstable connections. 
 

 
 
1. Introduction   

The speed of a website's loading pages reflects its performance, which influences user satisfaction. The 
benchmarks for this include speed, website size, and ease of use (Muriyatmoko et al., 2022). In modern website 
development, slow performance and limited accessibility on mobile devices are significant challenges that need 
to be addressed. Slow performance can reduce user satisfaction and lead to a decrease in visitors, while limited 
accessibility on mobile devices can hinder a smooth user experience. Moreover, an increasing number of 
people are using smartphones and tablets to access the internet, not just desktop computers and notebooks. 
Therefore, websites need to be optimized for all these devices to provide the best user experience. Responsive 
web design offers flexibility for a website to adapt to each of these devices (Noorkaran Bhanarkar et al., 2023).  

In addressing these challenges, Progressive Web App (PWA) technology has emerged as a promising 
solution. PWA technology allows developers to enhance website performance and increase its accessibility on 
mobile devices (Bhilare, 2019). With its ability to work offline and provide features such as push notifications, 
PWA offers a user experience similar to native apps without requiring installation from an app store. 
Additionally, PWAs also provide advantages in effective and fast development methods, accelerating the 
testing process as well (Mhatre et al., 2023).  

However, despite its significant potential, there are still challenges in effectively implementing PWA in 
website development. Therefore, this research aims to investigate and analyze the implementation of PWA 
technology in improving website performance and mobile accessibility. Understanding the potential and 
challenges associated with PWA implementation is hoped to provide valuable insights for web developers to 
optimize user experience and enhance website competitiveness in the evolving digital era. 
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2. Literature review 
 

2.1. Native Application 
Websites typically adopt a rapid-release approach with the Minimum Viable Product (MVP) 

concept, where MVP focuses on essential features sufficient to meet users' fundamental needs. This 
allows developers to launch their products quickly without chasing perfection (Zott et al., 2024). In 
MVP-based product development, there are terms "must-have" and "should-have" to prioritize the 
features and functions of the product. Therefore, the researcher implemented PWA on the website to 
continue adding "should-have" features to the website, as well as to provide added value and enhance 
the quality of the website. 
Native applications are applications developed specifically for use on one operating system platform, 
such as Android or iOS. Therefore, they can only run on one operating system and cannot be used 
across multiple platforms (Wahyurianto et al., 2018). Therefore, the researcher aims to implement 
PWA on the existing website to address several issues, such as the cost of development and 
maintenance associated with creating native applications for various operating system platforms, 
enhancing website performance, particularly in terms of page loading speed as testing results using 
Google Lighthouse indicate the necessity of implementing cache policy, and overcoming limitations of 
the website to display specific static pages when the user is offline. The objective of this study is to 
implement Progressive Web Apps (PWA) technology on the website using Express.js so that it can be 
used in the form of a native application on smartphones via the smartphone home screen without the 
need for installation through the Play Store or app store, and can be used when the user is offline. 
 

2.2. Progressive Website Application (PWA) 
PWA is a web-based development technology that enables a website to have experiences similar to 
using a native mobile application, thus providing users with an impressive experience (Nurwanto, 
2019). PWA technology was developed by Google and other browser and mobile developers to 
simplify the creation of multi-platform applications (leha soleha et al., 2019). By utilizing service 
workers, web app manifest, and cache API, PWA offers several features such as offline mode, 
installation on the home screen (Add To Home Screen), push notifications, background sync, and 
splash screens (Aminudin et al., 2019).   
Research related to the implementation of Progressive Web app technology on a website has been 
conducted by several researchers before. In the study (Aripin et al., 2021) conducted by Aripin, 
Somantri titled "Implementation of Progressive Web Apps (PWA) on Student E-Portfolio Repository." 
The study (Riady et al., 2019) conducted by Riady, Palit, and Andjarwirawan titled "Progressive Web 
App-Based E-Learning Application on Indonesian Apologetics.". Meanwhile, research conducted by 
Bahari, Sumaryana (Bahari et al., 2019) titled "Implementation of Progressive Web Apps in Job 
Vacancy Applications for Lecturers at Perjuangan University". And also, in the research (Haryanto et 
al., 2021) conducted by Haryanto, Elsi titled "Performance Analysis of Progressive Web Apps in the 
Shopee Application." Additionally, the study (Aslan et al., 2022) conducted by Aslan, Bahtiar, 
Sudianto titled "Development of the Hamzanwadi University Faculty of Engineering Website Based on 
Progressive WEB APP (PWA)." Similarly, the research conducted by Joarno, Fajar, Yunus (Phie 
Joarno et al., 2022) titled "Implementation of Progressive Web Apps on the Gethelp Website Using 
Next.js." In this study, a different framework, Express.js, was used compared to previous research. 
Additionally, installable testing was conducted after PWA implementation, fulfilling PWA criteria, 
website performance, size of transferred resources, and offline mode were evaluated both before and 
after PWA implementation. 
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Figure 1. Architecture of PWA Implementation (source : https://mobidev.biz) 

 
2.3. Web App Framework (Express.js) 

Express.js is a web app framework built on top of Node.js (JavaScript Runtime Environment), which 
falls into the category of the most popular frameworks in the Node.js world because it is known for 
being minimalist and flexible when it comes to creating a web application (Mardan, 2014). The 
considerations for implementing PWA on a website using Express.js include ease of managing static 
website templates as it integrates with various template engines, server-side rendering to speed up 
website page display, ensuring SEO friendliness and good website performance, ease of setup and 
deployment of projects, featuring API development and support for third-party middleware, and being 
unopinionated, which means it is flexible in terms of customizing the application folder structure and 
middleware functions. 

 
3. Method 
 

3.1.  Types of Data  
The type of data used in this study is quantitative data, obtained from experimental results in the form 
of direct measurements of the website using several tools such as Browser Edge and Chrome, 
PWABuilder, Google Lighthouse, GTMetrix, Chrome DevTools. This data includes installable testing 
after PWA implementation, fulfillment of PWA criteria, website performance, size of transferred 
resources, and offline mode both before and after PWA implementation. In addition to this primary 
data, secondary data sources were obtained from literature studies or library research consisting of 
relevant journal articles related to the research on PWA implementation architecture, components, 
and main features of PWA such as offline mode, add-to-home screen, cache storage usage, service 
worker life cycle, and others. 
 

3.2. Research Stages  
During the system testing phase, various tests were conducted, such as installable testing using various 

types of mobile devices and browsers, fulfillment testing of PWA criteria using Lighthouse, which 
consisted of two parameters (installable, PWA optimized), and manual testing. Meanwhile, PWABuilder 
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consists of three parameters (Service worker, Manifest, Security), with several criteria tested for each 
parameter. Performance testing using Lighthouse focused on six testing variables, while GTMetrix focused 
on 12 testing variables. As for testing the size of transferred resources and website offline mode, browser 
DevTools were used. The test results were then processed into tables for comparison and analysis before 
and after PWA implementation, enabling conclusions to be drawn regarding the research conducted. The 
research stages are presented in Figure 1. 

 
  

Figure 2. Research Stage 
 

4. Result and Discussion 
 

4.1. PWA Implementation / Coding 
There are several stages in implementing PWA on the website using Express.js, namely: 

 
4.1.1. Addition of Web App Manifest 

The Web App Manifest is a JSON (JavaScript Object Notation) file that provides detailed 
information to the browser about the web application and its behavior when installed. In this stage, 
the author creates a Web App Manifest named manifest.json to store all the detailed information 
about the website, such as the application name, icons, description, theme color, screen orientation, 
and others, enabling the website to have add-to-home-screen and splash screen features when the 
web application is opened. The manifest.json file can be viewed in Figure 3. 
 
After creating the manifest.json file, the next step is to add a link tag to the website's header. This is 
done to load the manifest.json file and inform the browser that the website adopts PWA technology 
and is installable, as shown in Figure 4. 
 
 



The Implementation of PWA (Progressive Web App) Technology in Enhancing Website Performance & Mobile Accessibility (Ahyar Muawwal) 

29 
 

 
 

Figure 3. File manifest.json 
 

 
Figure 4. Calling manifest.json in the Website Header  

 
Furthermore, it is necessary to create a specific route to handle requests for /manifest.json, because 
the manifest.json file is placed in the root directory of the website application folder and not in the 
static (public) folder as determined using Express.js's built-in middleware. Therefore, the route to 
handle requests for /manifest.json can be seen in Figure 5. 
  

 
Figure 5. Request Route manifest.json 

 
4.1.2. Addition of Service Worker 

Web App Manifest is a JSON (JavaScript Object Notation) file that provides information about the 
Service Worker to the browser. It is a JavaScript script that runs in the background of the user's 
browser and serves as the gateway for PWA features such as push notifications, background sync, 
resource caching, offline mode, and more. In this stage, the author creates a file named swregist.js to 
configure the service worker registration. Next, the author adds a script tag so that the swregist.js 
file can be loaded, and the service worker can be registered on the website using the file located at 
the route /sw.js, as shown in Figure 6 and Figure 7. 
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Figure 6. Service Worker Registration Configuration 

Next, the process can be carried out by calling the script on the website to input it into the service 
worker so that the service worker can better handle the existing data. 

 

 
Figure 7. Calling Script swregist for Service Worker Registration 

Next, create a new file named sw.js in the root directory containing all the service worker 
configurations for the website. After configuring the sw.js file, the author creates a specific route to 
handle requests for /sw.js because the sw.js file is placed in the root directory and not in the static 
(public) folder, as determined by Express.js. 
 

 
Figure 8. Service Worker Configuration File 

 
The details of the service worker configuration file and the route to handle requests for /sw.js can be 
seen in Figure 7 and Figure 8. 
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4.2. System Testing  
There are several types of system testing conducted to ensure the success of PWA implementation on 
the website, namely: 
 

4.2.1. Installable Testing 
Installable testing is conducted on both mobile and desktop devices to ensure that the website can be 
installed on various user devices. Desktop installable testing is performed using Google Chrome and 
Microsoft Edge browsers. In contrast, mobile installable testing is conducted on five different devices, 
including iPhone XS, Xiaomi Redmi 10, Samsung Galaxy A6, Samsung Galaxy A30, and Vivo V20. 
Mobile installable and desktop installable testing are conducted on devices with different platforms to 
observe the installation capability of the website that has adopted PWA technology. It was found that 
the website has been successfully installed on various mobile and desktop devices, indicating the 
success of the website in mobile installable and desktop installable testing, as shown in Figure 9. 
 

 
 

 
  

Figure 9. Testing the Installation of the website on iPhone, Android, and Desktop 
 

4.2.2. Performance Testing 
This performance testing is conducted to assess the speed of the website, implementation on search 
engines using SEO, and accessibility using several PWA testing tools, Lighthouse and GT Metrix, 
where the results obtained are as follows: 

a. Lighthouse 
The results of website performance testing, both before and after PWA implementation using 
Lighthouse, can be seen in the image below: 
 

  
Figure 10. Before PWA Implementation 
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It can be seen that in the testing before implementation, the performance score was only 62, 
indicating the need for improvement in performance and the implementation of PWA.  
 

 
Figure 11.  After PWA Implementation 

 
The image above shows that after implementation, the application experienced a 36% 
improvement in performance and also scored 100% in SEO and best practices. The details of 
the website performance testing aspects using Lighthouse are shown in Table 3. 
 

Table 1. Results of Website Performance Testing using Lighthouse 
 

No. Variable Before PWA 
Implementation 

After PWA 
Implementation 

1. Performance 62% 98% 
2. First Contentful Paint 1.5s 0.9s 
3. Total Blocking Time 220ms 0ms 
4. Speed Index 2.3s 1.0s 
5. Largest Contentful Paint 2.8s 0.9s 
6. Cumulative Layout Shift 0.153 0.01 

 
Based on table 1, the results of website performance testing using Lighthouse after 
implementing PWA and several optimizations show a significant improvement. The 
performance score increased from 62% to 89%, and various testing variables, as seen in Table 
3, experienced significant improvements. These results indicate that implementing PWA 
technology on the website can enhance website performance. 

b. GTMetrix 
In addition to using Lighthouse, this research also utilized GTMetrix to observe the website 
performance testing results, both before and after implementing PWA, as another measurement 
tool. This approach ensures that the testing results are more varied and not solely dependent on 
one tool. 
 

 
Figure 12. Testing with GTMetrix Tools Before PWA Implementation 

Before implementing PWA, the results show a score of 63% and a loading time of 0.31 
seconds, with a Grade D indicating that the website needs improvement in terms of loading 
time and performance. Let's see the results after implementing PWA, as shown in Figure 13.  
 

 
Figure 13. Testing with GTMetrix Tools After PWA Implementation 
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In general, there is an improvement in performance, with the website now only requiring 0.08 
seconds to load. For more details, here are the specifics of the website performance testing 
aspects using GTMetrix, as shown in Table 2: 
 

Table 2. Results of Website Performance Testing Using GTMetrix 

No. Variable Before PWA 
Implementation 

After PWA 
Implementation 

1. Performance 63% (Grade D) 99% (Grade A) 
2. First Contentful Paint 1.5s 174ms 
3. Time to Interactive 3.3s 488ms 
4. Speed Index 2.3s 432ms 
5. Total Blocking Time 77ms 63ms 
6. Largest Contentful Paint 2.7s 572ms 
7. Cumulative Layout Shift 0.31 0.08 
8. Redirect Duration 0ms 0ms 
9. Time to First Byte (TTFB) 667ms 40ms 
10. Fully Loaded Time 7.5s 1.6s 
11. Total Page Size 2.34 MB 2.30 MB 
12. Total Page Requests 52 53 

 
Based on table 2, the results of website performance testing using GTMetrix after 
implementing PWA and several optimizations show a significant improvement. The 
performance score increased from 63% to 99%, and there was a significant improvement in the 
speed of loading the website pages. Before implementing PWA, the website required 7.5 
seconds to load a full page (Fully Loaded Time), but after implementing PWA, it only took 1.6 
seconds. 

c. Testing Size Transferred Resources 
This testing involves directly observing the browser used to access the website, then assessing 
the size of the website data transferred and the duration from when the website is opened until 
loading is complete. The results of Size Transferred Resources testing on the website using 
browser DevTools in a cache-disabled state are as follows:  
 

   
Figure 14. Size Transferred Resources Data Before PWA Implementation 

 

  
Figure 15. Size Transferred Resources Data After PWA Implementation 

 
The measurement results of size transferred resources on the website after implementing PWA 
show a value of 1.8 MB, compared to the previous size of 3.3 MB. Thus, users need to download 
approximately 1.8 MB each time they load that webpage. Additionally, the website loading time 
has also improved, decreasing from 3.65 seconds to 826 milliseconds after implementing PWA. 
Therefore, PWA implementation can reduce the size of transferred resources and accelerate 
website loading time. 

d. Offline Content Testing 
This test directly observes the browser behavior when subjected to offline conditions or when the 
network connection is disconnected. The Offline Mode Testing is conducted to ensure that the 
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website has successfully adopted one of the PWA features, which is Offline Mode. The test is 
performed using the network section of the browser DevTools by switching the throttling option 
to offline or when the device is disconnected from the internet. 
 

  
Figure 16. Offline Mode Testing Before PWA Implementation 

 
As seen in the figure 16, during website testing, when the network is disconnected, it is evident 
that before implementing PWA, the website did not display any content at all. This becomes a 
drawback when users intend to access initial information from the application. To observe the 
difference when PWA is implemented on the website, the results can be seen below. 
 

 
Figure 17. Offline Mode Testing Before PWA Implementation 

 
The results of the offline mode testing on the website were successful because the website can be 
accessed when there is no internet connection available or when the connection is unstable. 
Additionally, it can display specific static pages indicating that the user is offline, thus indicating 
the success of the website in the offline mode testing. 
 

5. Conlusion 
 

Based on the research conducted by the author, several conclusions can be drawn as follows: 
1. In implementing PWA on the website using Express.js, a Web App Manifest is required to provide 

detailed information to the browser about the web application, and a Service Worker connected to the 
main website page is needed to be registered as a background process in the user's browser. 
Additionally, if the files required for PWA implementation are not located in the static (public) folder, 
a specific route needs to be created in Express.js to handle those requests. This is necessary because 
Express.js uses built-in middleware to determine which static folder can be accessed to use its files. 

2. By implementing PWA on the website, the website can be installed and accessed like a native mobile 
application via the smartphone's home screen or a desktop application on the user's device. This allows 
users to access the website without needing to use a browser or install it through the Play Store or App 
Store. 
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3. PWA technology has been successfully implemented on the website and meets all the criteria needed 
for a website to adopt PWA technology. After testing the PWA criteria after implementing PWA with 
Lighthouse, I obtained a score of 10/10, where all the PWA criteria recommended by Lighthouse were 
met. Meanwhile, testing the PWA criteria using PWABuilder obtained a total score of 25, with 25 
testing criteria being met. These results even exceed some of the criteria recommended by 
PWABuilder, such as the Service Worker (1 Highly Recommended criterion), Manifest (4 Required 
criteria), and Security (3 Required criteria) that must be met for a website to be considered adopting 
PWA technology. 

4. There has been an improvement in website performance after implementing PWA. Performance testing 
using Lighthouse yielded results of 62% before PWA implementation, which increased to 98% after 
PWA implementation. Meanwhile, performance testing using GTMetrix yielded results of 63% (Grade 
C) before PWA implementation, which increased to 99% (Grade A) after PWA implementation. 
Various optimizations were carried out by the author to improve website performance, including 
converting images to the .webp format, storing necessary static files in cache storage, updating the 
CDN (Content Delivery Network) Font Awesome, removing unused CDN script tags, adding the async 
attribute to script tags, minifying some CSS and JavaScript files, and so on. 

5. There has been a decrease in the size of transferred resources and faster website loading time after 
implementing PWA. Testing size transferred resources using browser DevTools showed a value of 3.1 
MB before PWA implementation, which then decreased to 1.8 MB after PWA implementation. 
Additionally, the website loading time has become faster, decreasing from 3.65 seconds before PWA 
implementation to 826 ms after PWA implementation, allowing the website to load faster and be used 
by users more quickly 

6. A website that has adopted PWA technology can utilize the offline mode feature, allowing the website 
to be accessed in offline conditions or unstable internet connection situations. Thus, if users access the 
website offline, the website has the ability to display specific static pages indicating that the user is 
offline. 
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